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ABSTRACT
This application report describes the AES algorithm and the use of a suggested C implementation for AES encryption and decryption with MSP430.

Note: This document may be subject to the export control policies of the local government.
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1 Introduction
The Advanced Encryption Standard (AES) was announced by the National Institute of Standards and Technology (NIST) in November 2001. [1] It is the successor of Data Encryption Standard (DES), which cannot be considered as safe any longer, because of its short key with a length of only 56 bits.

To determine which algorithm would follow DES, NIST called for different algorithm proposals in a sort of competition. The best of all suggestions would become the new AES. In the final round of this competition the algorithm Rijndael, named after its Belgian inventors Joan Daemen and Vincent Rijmen, won because of its security, ease of implementation, and low memory requirements.

There are three different versions of AES. All of them have a block length of 128 bits, whereas the key length is allowed to be 128, 192, or 256 bits. In this application report, only a key length of 128 bits is discussed.
1.1 Basic Concept of the Algorithm

The AES algorithm consists of ten rounds of encryption, as can be seen in Figure 1. First the 128-bit key is expanded into eleven so-called round keys, each of them 128 bits in size. Each round includes a transformation using the corresponding cipher key to ensure the security of the encryption.

![Figure 1. AES Algorithm Structure](image)

After an initial round, during which the first round key is XORed to the plain text (Addroundkey operation), nine equally structured rounds follow. Each round consists of the following operations:
- Substitute bytes
- Shift rows
- Mix columns
- Add round key

The tenth round is similar to rounds one to nine, but the Mix columns step is omitted. In the following sections, these four operations are explained.

1.2 Structure of Key and Input Data

Both the key and the input data (also referred to as the state) are structured in a 4x4 matrix of bytes. Figure 2 shows how the 128-bit key and input data are distributed into the byte matrices.

![Figure 2. Structure of the Key and the State](image)
1.3 **Substitute Bytes (Subbytes Operation)**

The Subbytes operation is a nonlinear substitution. This is a major reason for the security of the AES. There are different ways of interpreting the Subbytes operation. In this application report, it is sufficient to consider the Subbytes step as a lookup in a table. With the help of this lookup table, the 16 bytes of the state (the input data) are substituted by the corresponding values found in the table (see Figure 3).

![Figure 3. Subbytes Operation](image)

1.4 **Shift Rows (Shiftrows Operation)**

As implied by its name, the Shiftrows operation processes different rows. A simple rotate with a different rotate width is performed. The second row of the 4x4 byte input data (the state) is shifted one byte position to the left in the matrix, the third row is shifted two byte positions to the left, and the fourth row is shifted three byte positions to the left. The first row is not changed.

Figure 4 illustrates the working of Shiftrows.

![Figure 4. Shiftrows Operation](image)
1.5 Mix Columns (Mixcolumns Operation)

Probably the most complex operation from a software implementation perspective is the Mixcolumns step. The working method of Mixcolumns can be seen in Figure 5.

Opposed to the Shiftrows operation, which works on rows in the 4x4 state matrix, the Mixcolumns operation processes columns.

In principle, only a matrix multiplication needs to be executed. To make this operation reversible, the usual addition and multiplication are not used. In AES, Galois field operations are used. This paper does not go into the mathematical details, it is only important to know that in a Galois field, an addition corresponds to an XOR and a multiplication to a more complex equivalent.

The fact that there are many instances of 01 in the multiplication matrix of the Mixcolumns operation makes this step easily computable.

1.6 Add Round Key (Addroundkey Operation)

The Addroundkey operation is simple. The corresponding bytes of the input data and the expanded key are XORed (see Figure 6).
1.7 **Key Expansion (Keyexpansion Operation)**

As previously mentioned, Keyexpansion refers to the process in which the 128 bits of the original key are expanded into eleven 128-bit round keys.

To compute round key \((n+1)\) from round key \(n\) these steps are performed:

1. Compute the new first column of the next round key as shown in **Figure 7**:

   ![Figure 7. Expanding First Column of Next Round Key](image)

   First all the bytes of the old fourth column have to be substituted using the Subbytes operation. These four bytes are shifted vertically by one byte position and then XORed to the old first column.

   The result of these operations is the new first column.

2. Columns 2 to 4 of the new round key are calculated as shown:
   - [new second column] \= [new first column] XOR [old second column]
   - [new third column] \= [new second column] XOR [old third column]
   - [new fourth column] \= [new third column] XOR [old fourth column]

   **Figure 8** illustrates the calculation of columns 2-4 of the new round key.

   ![Figure 8. Expanding Other Columns of Next Round Key](image)
2 C Implementation of AES 128

The algorithm was implemented using C. The following sections show how an encryption or decryption can be calculated using the functions provided by this application report.

2.1 Encrypting 128 Bit

The following code example shows how an AES encryption can be performed.

```c
#include "msp430x26x.h"
#include "TI_aes.h"

int main( void )
{
    unsigned char state[] = {0x00, 0x11, 0x22, 0x33, 0x44, 0x55, 0x66, 0x77,
                             0x88, 0x99, 0xaa, 0xbb, 0xcc, 0xdd, 0xee, 0xff};

    unsigned char key[] = {0x00, 0x01, 0x02, 0x03, 0x04, 0x05, 0x06, 0x07,
                           0x08, 0x09, 0x0a, 0x0b, 0x0c, 0x0d, 0x0e, 0x0f};

    aes_encrypt(state,key);

    return 0;
}
```

This short program defines two arrays of the type unsigned character. Each array is 16 bytes long. The first one contains the plaintext and the other one the key for the AES encryption.

After the function aes_encrypt returns, the encryption result is available in the array state.

2.2 Decrypting 128 Bit

Decryption can be done in a similar way to encryption. First two arrays are defined. When a decryption needs to be performed, one array contains the key and the other one the cipher text.

After the function aes_decrypt returns, the decryption result is available in the array state.

```c
#include "msp430x26x.h"
#include "TI_aes.h"

int main( void )
{
    unsigned char state[] = {0x69, 0xc4, 0xe0, 0xd8, 0x6a, 0x7b, 0x04, 0x30,
                             0x8d, 0xcd, 0xb7, 0x80, 0x70, 0xb4, 0xc5, 0x5a};

    unsigned char key[] = {0x00, 0x01, 0x02, 0x03, 0x04, 0x05, 0x06, 0x07,
                           0x08, 0x09, 0x0a, 0x0b, 0x0c, 0x0d, 0x0e, 0x0f};

    aes_decrypt(state,key);

    return 0;
}
```

3 Including the AES Algorithm In User Code

The AES encryption and decryption software is distributed as source code so that the user can compile this software together with other code. To accomplish the inclusion, some steps should be taken:

- Add TI_aes.c to the project and including the header file TI_aes.h.
- Change the device-specific include file in the c-file of the library.
- Optional step: Change the compiler optimizations to High→Speed to decrease the cycle count of the AES calculation.
4 Performance

In the following table, the performance metrics of the AES-implementation can be found. These values correspond to the optimization setting High→Speed of the C-compiler in IAR.

<table>
<thead>
<tr>
<th></th>
<th>Encryption</th>
<th>Decryption</th>
</tr>
</thead>
<tbody>
<tr>
<td>Clock cycles needed</td>
<td>~6600</td>
<td>~8400</td>
</tr>
<tr>
<td>Flash usage (bytes)</td>
<td>1839</td>
<td>2423</td>
</tr>
<tr>
<td>RAM usage (bytes)</td>
<td>80</td>
<td>80</td>
</tr>
</tbody>
</table>

5 Included Library Files

TI_aes.c – Contains all needed functions for AES en- and decryption

TI_aes.h – Includes the function definitions for AES en- and decryption.

5.1 Function description

void aes_encrypt(unsigned char *state, unsigned char *key)

This function is used for encryption using the AES algorithm. It has the following parameters:

- unsigned char *state
  This is the 16-byte long array containing the plaintext that is to be encrypted. The user should always pass a copy of the plaintext to the encrypt function, because data is overwritten by the internal calculations.

- unsigned char *key
  This 16-byte long array contains the 128-bit key for the AES encryption.

The state array is used for the calculation and contains the result of the encryption, the cipher text, on return of the function.

void aes_decrypt(unsigned char *state, unsigned char *key)

This function is used for decryption using the AES algorithm. It has the following parameters:

- unsigned char *state
  This is the 16-byte long array containing the cipher text that is to be decrypted. The user should always pass a copy of the cipher text to the decrypt function, because data is overwritten by the internal calculations.

- unsigned char *key
  This 16-byte long array contains the 128-bit key for the AES decryption.

The state array is used for the calculation and contains the result of the decryption, the plaintext, on return of the function.
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<table>
<thead>
<tr>
<th>Products</th>
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<th>Resources</th>
</tr>
</thead>
<tbody>
<tr>
<td>Audio</td>
<td>Automotive and Transportation</td>
<td><a href="http://www.ti.com/automotive">www.ti.com/automotive</a></td>
</tr>
<tr>
<td>Amplifiers</td>
<td>Communications and Telecom</td>
<td><a href="http://www.ti.com/communications">www.ti.com/communications</a></td>
</tr>
<tr>
<td>Data Converters</td>
<td>Computers and Peripherals</td>
<td><a href="http://www.ti.com/computers">www.ti.com/computers</a></td>
</tr>
<tr>
<td>DLP® Products</td>
<td>Consumer Electronics</td>
<td><a href="http://www.ti.com/consumer-apps">www.ti.com/consumer-apps</a></td>
</tr>
<tr>
<td>DSP</td>
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<td><a href="http://www.ti.com/energy">www.ti.com/energy</a></td>
</tr>
<tr>
<td>Clocks and Timers</td>
<td>Industrial</td>
<td><a href="http://www.ti.com/industrial">www.ti.com/industrial</a></td>
</tr>
<tr>
<td>Interface</td>
<td>Medical</td>
<td><a href="http://www.ti.com/medical">www.ti.com/medical</a></td>
</tr>
<tr>
<td>Logic</td>
<td>Security</td>
<td><a href="http://www.ti.com/security">www.ti.com/security</a></td>
</tr>
<tr>
<td>Power Mgmt</td>
<td>Space, Avionics and Defense</td>
<td><a href="http://www.ti.com/space-avionics-defense">www.ti.com/space-avionics-defense</a></td>
</tr>
<tr>
<td>Microcontrollers</td>
<td>Video and Imaging</td>
<td><a href="http://www.ti.com/video">www.ti.com/video</a></td>
</tr>
<tr>
<td>RFID</td>
<td></td>
<td></td>
</tr>
<tr>
<td>OMAP Applications Processors</td>
<td>TI E2E Community</td>
<td>e2e.ti.com</td>
</tr>
<tr>
<td>Wireless Connectivity</td>
<td></td>
<td></td>
</tr>
</tbody>
</table>
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