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ABSTRACT

Writing multiplication expressions in C code so that they are both correct and efficient can be confusing, especially when technically illegal expressions can, in some circumstances, generate the code the user wanted in the first place. This document will help you chose the correct expression for your algorithm.
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1 Introduction

Writing multiplication expressions in C code so that they are both correct and efficient can be confusing, especially when technically illegal expressions can, in some circumstances, generate the code the user wanted in the first place. This document will help you chose the correct expression for your algorithm.

In short, the correct expression for a 16x16→32 multiply is (with appropriate typedefs):

INT32 res = (INT32)(INT16)src1 * (INT32)(INT16)src2;

According to the C arithmetic rules, this is actually a 32x32→32 multiply, but the compiler will notice that both operands fit in 16 bits, so it will issue a single-instruction multiplication.

[The notation “16x16” means a 16-bit multiply. “16x16→32” means a 16-bit multiply with a 32-bit result, an operation which does not directly exist in the C language, but does exist on most of our DSPs, and is vital for MAC-like algorithm performance.]

The C issues involved in explaining why the above expression is the correct one include:

• Signed vs. unsigned arithmetic
• Signed arithmetic overflow
• Undefined behavior
• Integral promotions
• Arithmetic conversions
• Implicit vs. explicit conversions
2 Signed vs. Unsigned Arithmetic, Overflow

Although signed and unsigned arithmetic typically appear identical at the assembly code level, they are not equivalent operations at the C level. They differ mainly in treatment of arithmetic overflow, or when the result of an expression is larger than can be represented by the type of the expression.

The standard mandates that unsigned arithmetic operations be performed using modulo arithmetic (results are truncated to the size of the type). This means that when a 16x16 unsigned multiply overflows, the operation must be performed as if it were a 16x16–>32 multiply, followed by truncation to the lower 16 bits.

Ex: (with 16-bit int): assert(0x8001 * 2 == 2);

On the other hand, the standard dictates that when signed arithmetic overflows, “undefined behavior” is invoked. This generally allows the compiler to produce more efficient code, as it does not need to explicitly check for or handle overflow. However, this means that the programmer must be more careful when using signed arithmetic, or the program might fail.

3 Undefined Behavior

Undefined behavior is a certain class of erroneous program behavior for which the compiler does not guarantee any particular result when the program is executed. There are many instances in C in which a program might invoke undefined behavior, such as signed arithmetic overflow, or dereferencing a NULL pointer.

At the point in time undefined behavior is invoked, all aspects of the program become undefined, which means that the program might begin doing anything from rebooting the computer to doing what the programmer expected in the first place.

It is the programmer’s responsibility to avoid invoking undefined behavior; it’s generally impossible for the compiler to determine whether a program invokes undefined behavior, particularly those which accept input or process data.

4 Integral Promotions, Arithmetic Conversions

In C, all arithmetic operands of size less than int are converted to int or unsigned int before computing the expression. This is called the “integral promotions.”

Most arithmetic operators (including ‘*’) require that both operands be of the same type. This means that one or both of the operands may need to be converted to a larger type to compete the operation, which the compiler will do for you automatically. For example, the expression “(int)x * (long)y” will be converted to“(long)(int)x * (long)y,” and then the operation will proceed as a long operation. The rules become somewhat strange when mixing signed and unsigned types. This step is called the “arithmetic conversions.”

Both of these can be confusing, even for expert C programmers, so it is probably best to avoid the problem by making sure that the operand types agree, possibly with a cast operator.
5 Implicit vs. Explicit Conversions

Explicit conversions are cast operators. Other conversions, such as the arithmetic conversions and conversion upon assignment, are implicit conversions. Implicit conversions are equivalent to explicit conversions of the same type, but are performed automatically.

For instance, these two statements are equivalent:

```c
long x = (short)y; /* implicit conversion to long */
long x = (long)(short)y; /* explicit conversion to long */
```

A common misconception about multiplication is the idea that multiplication takes place in infinite precision, and is then truncated to the result type. This is not so; the multiply will take place in the *narrowest* legal type (according to the types of the operands), and will then be *converted* to the result type, which may be a narrowing or widening conversion.

For example, the following statement is an "int" multiply, regardless of the fact that the destination is long. The int result of the multiply is then converted to long.

```c
long res = (int)src1 * (int)src2;
```

This statement is equivalent to:

```c
long res = (long)((int)src1 * (int)src2);
```

If (src1 > INT_MAX / src2), this expression will overflow, invoking undefined behavior.

6 Putting It All Together

Multiplication expressions must perform the operation legally according to the C semantics, preferably with just one assembly instruction, if possible. For a 16x16→32 multiply, this means the operation must be done as INT32 at the C level, but INT16 at the assembly level. With just a little help from the programmer, the TI compilers are smart enough to accomplish this. Both operands must be 32 bits:

```c
INT32 res = (INT32)src1 * (INT32)src2;
```

but if it is known that both operands are only 16-bit values, the compiler should be told so:

```c
INT32 res = (INT32)(INT16)src1 * (INT32)(INT16)src2;
```

For this statement (with appropriate typedefs), the TI C compilers generate a single 16x16→32 multiply, rather than the more expensive 32x32→32 multiplication.
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