Firmware Description

The TIDA-00737, which encompasses the TIDA-00454, contains an analog front-end for measuring three voltage channels and three current channels. It uses the MSP430F67791A, which is a low-power MSP430™ MCU from TI with a 32-bit multiplier to perform all energy calculations. The MSP430F67xx1A family executes the energy measurement software library from TI, which calculates voltage RMS, current RMS, active power, reactive power, and power factor [3]. The energy measurement software library is available along with the MSP430F67xx1AEVM [4]. For details on interfacing the TIDA-00454 board with the TIDA-00737 board, refer to the TIDA-00737 design guide (TIDUB67) [1].

The TI MSP430™ family of MCUs supports the standard JTAG interface, which requires four signals for sending and receiving data. The JTAG signals are shared with the GPIO. The TEST/SBWTCK signal is used to enable the JTAG signals. In addition to these signals, the RESET signal is required to interface with the MSP430 development tools and device programmers. For further details on interfacing to development tools and device programmers, see the MSP430 Hardware Tools User's Guide (SLAU278) [2].

The TIDA-00737 focuses on using the computed values from the energy library for capacitor bank switching. It also focuses on the HMI subsystem that includes a 4-digit 7-segment LED display (SSD), LEDs, relays (for contactors), and transistor (for thyristors) output drivers.

This document will cover firmware aspects of the HMI including pin assignment, peripheral initialization, functional behavior and communication (SPI or I^2C). Table 1 shows the TIDA-00737 at a glance.

Table 1. TIDA-00737 MCU Interface

<table>
<thead>
<tr>
<th>MSP430F67791A PERIPHERAL</th>
<th>INTERFACED WITH</th>
<th>APPLICATION (USED FOR)</th>
</tr>
</thead>
<tbody>
<tr>
<td>SPI0 (USCI A0)</td>
<td>TLC5916</td>
<td>4-digit, 7-segment display (SSD)</td>
</tr>
<tr>
<td>SPI1 (USCI A1)</td>
<td>TLC59025</td>
<td>LED indications</td>
</tr>
<tr>
<td>GPIO</td>
<td>TPL7407L</td>
<td>Output relays (for contactors) and Transistors (for thyristors)</td>
</tr>
<tr>
<td>I2C0 (USCI B0)</td>
<td>OPT3001</td>
<td>Ambient light sensing for varying the intensity of SSD</td>
</tr>
<tr>
<td>I2C1 (USCI B1)</td>
<td>TMP451 EVM</td>
<td>To detect remote temperature used for over temperature alarm</td>
</tr>
<tr>
<td>UART (USCI A2)</td>
<td>—</td>
<td>To communicate with GUI and display voltage RMS, current RMS, Active power, reactive power, and power factor</td>
</tr>
</tbody>
</table>
4-Digit 7-Segment LED Display (SSD)

The SSD is driven using TLC5916 Constant-Current LED Sink Drivers. The TLC5916 converts serial input data into a parallel output. This design uses two TLC5916 devices that are cascaded. To update the SSD data, two bytes of data is used:

- SSD digit selection
- SSD data corresponding to value to be displayed

The first byte is used by the TLC5916 (U5) to select the digit (position) as shown in Table 2.

### Table 2. Digit Selection

<table>
<thead>
<tr>
<th>TO SELECT DIGIT</th>
<th>DATA</th>
</tr>
</thead>
<tbody>
<tr>
<td>1 (MSB)</td>
<td>0x80</td>
</tr>
<tr>
<td>2</td>
<td>0x40</td>
</tr>
<tr>
<td>3</td>
<td>0x20</td>
</tr>
<tr>
<td>4 (LSB)</td>
<td>0x10</td>
</tr>
</tbody>
</table>

Other bits are not used in this design. The TLC5916 is used to select four digits as shown in Table 3:

### Table 3. Position Format (Left to Right)

<table>
<thead>
<tr>
<th>POSITION1</th>
<th>POSITION2</th>
<th>POSITION3</th>
<th>POSITION4</th>
</tr>
</thead>
<tbody>
<tr>
<td>Digit1</td>
<td>Digit2</td>
<td>Digit3</td>
<td>Digit4</td>
</tr>
</tbody>
</table>

The second byte is used by the TLC5916 (U4) to display the parameter values. Each digit can display numbers from zero to nine and an optional decimal point. The segments of SSD are referred by the letters A to G and decimal point (referred to by letter H). By switching the segments on and off, various characters and numbers can be displayed. For example, to display zero, the segments A to F are turned ON and segment G is turned OFF (see the Lumex LDQ-M286RI datasheet). Table 4 shows the values for the corresponding value to be displayed.

### NOTE:
The SSD used is a common anode type and the driver used is a constant-current sink driver type.

### Table 4. Data Displayed on SSD Mapped With LED Driver Data

<table>
<thead>
<tr>
<th>VALUE TO BE DISPLAYED</th>
<th>SSD DATA SENT THROUGH SPI</th>
</tr>
</thead>
<tbody>
<tr>
<td>0</td>
<td>0xFC</td>
</tr>
<tr>
<td>1</td>
<td>0x60</td>
</tr>
<tr>
<td>2</td>
<td>0xDA</td>
</tr>
<tr>
<td>3</td>
<td>0xF2</td>
</tr>
<tr>
<td>4</td>
<td>0x66</td>
</tr>
<tr>
<td>5</td>
<td>0xB6</td>
</tr>
<tr>
<td>6</td>
<td>0xBE</td>
</tr>
<tr>
<td>7</td>
<td>0xE0</td>
</tr>
<tr>
<td>8</td>
<td>0xFE</td>
</tr>
<tr>
<td>9</td>
<td>0xF6</td>
</tr>
</tbody>
</table>

Each SPI message updates one digit data. SPI messages are updated every 250 μs using the ADC sampling interrupt. The circular display sequence is refreshed every 1 ms (250 μs × 4 digits).
1.1 Initialization

1.1.1 GPIO Pins Initialization

Table 5. Function and Port Mapping

<table>
<thead>
<tr>
<th>FUNCTION</th>
<th>MCU PORT PIN</th>
</tr>
</thead>
<tbody>
<tr>
<td>LE_SEG</td>
<td>P1.2</td>
</tr>
<tr>
<td>OE_SEG\1</td>
<td>P2.4</td>
</tr>
</tbody>
</table>

1. Set P1SEL [2] as 0 to select GPIO mode of operation.
2. Set P1DIR [2] to 1 to set the GPIOs as outputs.
4. Default (during start up): P1.2 as low.
5. Set P2SEL bit4 as 0 to select GPIO mode of operation.
6. Set P2DIR bit4 to 1 to set the GPIOs as outputs.
7. Enable the internal resistors by making P2REN bit4 as 1.
8. Default (during start up): P2.4 as high.

1.1.2 SPI0 Initialization

1. Set P3SEL0 [0:2] bits as 1 to initialize the pins P3.0, P3.1, and P3.2 as the UCA0SOMI, UCA0SIMO, and UCA0CLK.
2. Reset the universal serial communication interface (USCI) module using register UCA0CTLW0 and clear all the other bits.
3. Set the SPI clock source as SMCLK (set UCA0CTLW0 bit 6 and bit 7).
4. Select the master mode using UCA0CTLW0 bit 11.
5. Select synchronous mode enable using UCA0CTLW0 bit 8.
6. Select the SPI mode as three-pin (UCA0CTLW0 bit 9 and bit 10 clear).
7. Set SPI speed to 9 Mbps using register UCA0BRW.
8. In the register UCA0CTLW0, clear bit 13 (LSB first option) and bit 15 (data captured on the first and changed on the next).
9. In the register UCA0CTLW0, clear bit 14 (the SPI clock polarity as inactive to be low).
10. Enable the SPI module by clearing UCA0CTLW0 bit 0.
11. Clear interrupts using the UCA0IFG register.
12. Enable the SPI receive interrupt using the register UCA0IE bit 0.
13. Enable global interrupt using status register (SR) bit 3 (GIE).
1.2 Scrolling Selected Parameters

Parameters like current, voltage, and power factor for R, Y, and B phases are displayed in a cyclic sequence. Each parameter is displayed for 4 seconds before changing to the next parameter. Corresponding LEDs glow to indicate the type of parameter (voltage, current, or power factor) and the phase (R, Y, or B) being displayed on SSD.

1.2.1 Selecting the SSD Digit to Update Data

NOTE: Position_Y (where Y = 1 to 4)

Data is updated one digit at a time. The function Position_1() is used to update Digit1 (First = 0x80;) in the SPI message sent to TLC5916. Likewise, Position_2() is used to update data in Digit2, and so on.

1.2.2 Updating Data

NOTE: For Digit_X (where X = 0 to 9)

Different segments (within SSD) have to be turned ON to display the numbers 0 to 9. See Table 4 for the values corresponding to these numbers.

The function Digit_0() is used to update the second byte of data in the SPI message sent to TLC5916 (Second = ZERO; //set G and clear others to display 0 //0xFC). To display digit1, call Digit_1() and so on.

NOTE: To display dot, BIT0 is set along with digit value.

1.2.3 Selecting Parameter to be Displayed

The function UpdateReadings() is called every four seconds to update the SSD. The following parameters are displayed (in a cyclic order):

- Voltage R (first four seconds)
- Voltage Y (next four seconds)
- Voltage B
- Current R
- Current Y
- Current B
- Power factor R
- Power factor Y
- Power factor B

1.2.4 Refreshing SSD Display Data UpdateReadingsRepeat()

The parameter selected by UpdateReadings() is refreshed on the display by repeatedly calling this function. This function is called 4096 times per second (when ADC sampling is initiated).
1.3 Adjusting SSD Brightness

When the ambient light sensed by the OPT3001 is above 100 lux, SSD current is increased and the SSD brightness is higher. When the ambient light intensity level decreases to less than 100 lux, the SSD current is reduced and the SSD brightness is lower. The TLC5916’s configuration can be changed by switching to a special mode. SSD brightness depends on the configuration value. (Configuration value used in special mode: 0xFE). After updating the configuration, the driver must be configured to normal mode to update the data.

1.3.1 TLC5916 (Constant Current LED Sink Driver)

During normal system functioning, the TLC5916 is configured for normal mode. In the normal mode phase, the serial data can be transferred into TLC5916 through SDI, shifted in the shift register, and transferred out through the pin SDO. LE latches the serial data in the shift register to the output latch. OE\ enables the output drivers.

### Table 6. TLC5916 Operation

<table>
<thead>
<tr>
<th>CLK</th>
<th>LE(ED1)</th>
<th>OE(ED2)</th>
<th>SDI</th>
<th>OUT0 to OUT7</th>
<th>SDO</th>
</tr>
</thead>
<tbody>
<tr>
<td>↑</td>
<td>H</td>
<td>L</td>
<td>Dn</td>
<td>Dn to Dn – 7</td>
<td>Dn – 7</td>
</tr>
<tr>
<td>↑</td>
<td>L</td>
<td>L</td>
<td>Dn + 1</td>
<td>No change</td>
<td>Dn – 6</td>
</tr>
<tr>
<td>↑</td>
<td>H</td>
<td>L</td>
<td>Dn + 2</td>
<td>Dn + 2 to Dn – 5</td>
<td>Dn – 5</td>
</tr>
<tr>
<td>↓</td>
<td>X</td>
<td>L</td>
<td>Dn + 3</td>
<td>Dn + 2 to Dn – 5</td>
<td>Dn – 5</td>
</tr>
<tr>
<td>↓</td>
<td>X</td>
<td>H</td>
<td>Dn + 3</td>
<td>Off</td>
<td>Dn – 5</td>
</tr>
</tbody>
</table>

1.3.1.1 Cascading of TLC5916 Drivers

Two numbers of TLC5916 (U4 and U5) have been cascaded in this design. U4 is used to drive each segment of a digit (SEG-A to SEG-H). U5 is used for digit selection (DIG1 to DIG4).

When data is sent by the SPI master, the first byte of data is for U5 and the second byte for U4. (The last device cascaded receives the first byte.)

SPI data format: Position (first byte, see Table 2), data (second byte, see Table 5)

![Figure 1. TLC5916 Normal Mode](image)

After sending the data to TLC5916 through SPI, enable output by making P1.2 (LE_SEG: high and low) and P2.4 (OE_SEG: low). These pins are shared by U4 and U5.
1.3.2 Switching to Special Mode

**NOTE:** ToSpecial(); In special mode, configuration can be updated. Using the configuration register, it is possible to vary the SSD brightness by varying the current.

![Figure 2. Switching to Special Mode](image)

The function ToSpecial() calls SCLK2GPIO() and configures P3.2 as GPIO. P3.2 is used to toggle states (0 and 1 alternatively) and generates five clocks. OE_SEG (P2.4) is toggled 1-0-1 at the falling edge of the first 3 clock cycles (see Figure 2). LE_SEG (P1.2) is set to 0 at first clock cycle (or before). LE_SEG is set to 1 at the falling edge of the third clock cycle. ToSpecial() calls the function SendSplModeConfig() to change configuration register values in the TLC5916.

**NOTE:** To achieve clock phase alignment, SPI peripheral pin is configured as GPIO for switching into special mode. After switching to GPIO mode, bit banging is used to simulate clock and data, while toggling OE_SEG and LE_SEG as shown in Figure 2.

1.3.3 Writing New Configuration Data in Special Mode

ToSpecial() calls SendSplModeConfig(). The TLC5916 must be in special mode to call this function. This function toggles bits to send out the configuration data to the TLC5916. P3.2 is used as clock, and P3.1 is used as data. The first byte is sent as configuration data (0xFF). This byte is shifted to U5. The second byte (0xFE) is sent as configuration data (sent to U4) is of interest. The CM bit is made as 0 to make the data 0xFE. LE goes high when bit0 is transmitted as shown in Figure 4.

![Figure 3. Writing Configuration Code in Special Mode](image)
1.3.4 Switching Back to Normal Mode

ToNormal() calls SCLK2GPIO() and configures P3.2 as GPIO. P3.2 is used to toggle states (0 and 1 alternatively) and generates five clocks. OE_SEG (P2.4) is toggled 1-0-1 during the first three clock cycles (see Figure 4). LE_SEG (P1.2) is set to 0 at first clock cycle (or before). ToNormal() calls the function GPIO2SCLK() to reinitialize SPI0 peripheral. The SPI clock and data pins are reverted back to their SPI peripheral functionality.

1.3.5 Switching From Normal to Special Mode

SCLK2GPIO() configures UCA0CLK (P3.2) into GPIO:
1. Set P3SEL0 bit 2 as 0.
2. Set P3DIR bit 2 as 1.
3. Set P3REN bit 2 as 1.
This function is used to configure TLC5916 modes (normal to special, special to normal).

1.3.6 Switching From Special to Normal Mode

GPIO2SCLK() reconfigures the SPI0 peripheral.

1.3.7 Enabling Output After Sending Data Using SPI

To use the function Enable7SegLEDOutput():
1. Set P1OUT bit 2 as 1 to make LE_SEG high.
2. Set P1OUT bit 2 as 0 to make LE_SEG low.
3. Set P2OUT bit 4 as 0 to make OE_SEG low.

1.3.8 Calling SetTxData()

This function is called after the digit and display data value are set. This function has two input parameters, data1 and data2. The function prepares the SPI data and assigns a pointer at the beginning.

The SPI message follows this sequence for a 7-segment display:
1. Position: data1
2. Value (to display numbers): data2

1.3.9 Transmitting SPI Data From SPI Master to TLC5916

The input parameters for TransmitData_SPI() are the base address of the SPI peripheral and pointer to data. The user needs to call SetTxData() before calling TransmitData_SPI(). This function waits for data transmission to get complete. Once data transmission is complete, the function copies data (using the data pointer) to UCA0TXBUF. This process is repeated until all data is copied to UCA0TXBUF.
2 Indication LEDs

16 LEDs are used in this TI Design for indicating alarms, capacitor bank status, and for the parameter selected.

- 8 LEDs indicate phase, parameter selected, and PF (lead/lag) information
- 5 LEDs indicate the capacitor bank status
- 3 LEDs indicate the alarm condition

2.1 Indicating Display Parameter Status

LED status is updated in tandem with SSD. Every four seconds, the LED status is updated according to the measured data. The parameters like current, voltage, and power factor for R, Y, and B phase are displayed in a cyclic sequence. Each parameter is displayed for four seconds. When displaying the parameter, a corresponding LED glows to indicate which parameter is displayed.

Table 7. Mapping LED to Parameter Being Displayed on 7-Segment LED

<table>
<thead>
<tr>
<th>D14</th>
<th>D15</th>
<th>D11</th>
<th>D12</th>
<th>D13</th>
<th>D16</th>
<th>D10</th>
<th>D7</th>
</tr>
</thead>
<tbody>
<tr>
<td>VOLTAGE</td>
<td>CURRENT</td>
<td>PF</td>
<td>PHASE R</td>
<td>PHASE Y</td>
<td>PHASE B</td>
<td>LAG</td>
<td>LEAD</td>
</tr>
</tbody>
</table>
2.2 Alarm Status

LEDs indicate the measured reactive power. LED status is updated in tandem with output relays. When more than one output relay and LED (within D1, D4, D5, D8, D9) are to be operated in a sequence, every four seconds, one LED and one relay operate until the present status reaches the desired status.

2.2.1 GPIO Pins Initialization

Table 8. Function and Pin Mapping

<table>
<thead>
<tr>
<th>FUNCTION</th>
<th>MCU PORT PIN</th>
</tr>
</thead>
<tbody>
<tr>
<td>OE\</td>
<td>P1.0</td>
</tr>
<tr>
<td>LE</td>
<td>P1.1</td>
</tr>
</tbody>
</table>

1. Set P1SEL [0:1] as 0 to select GPIO mode of operation.
2. Set P1DIR [0:1] to 1 to set the GPIOs as outputs.
3. Enable the internal resistors by making P1REN [0:1] as 1.
4. Default (during start up): P1.0 high and P1.1 low.

2.2.2 SPI1 Initialization

1. Set P3SEL0 [4:6] bits as 1 to initialize the pins P3.3, P3.4, and P3.5 as the UCA1CLK UCA1SOMI and UCA1SIMO.
2. Reset the universal serial communication interface (USCI) module using register UCA1CTLW0. Set bit 0 as 1 and clear all the other bits.
3. Set the SPI clock source as SMCLK (set UCA1CTLW0 bit 6 and bit 7).
4. Select the master mode using UCA1CTLW0 bit 11.
5. Select synchronous mode enable using UCA1CTLW0 bit 8.
6. Select the SPI mode as three-pin (UCA1CTLW0 bit 9 and bit 10 clear).
7. Set SPI speed to 5 Mbps using register UCA1BRW.
8. In the register UCA1CTLW0, clear bit 13 (LSB first option) and bit 15 (data captured on the first and changed on the next).
9. In the register UCA1CTLW0, clear bit 14 (the SPI clock polarity as inactive to be low).
10. Enable the SPI module by clearing UCA1CTLW0 bit 0.
11. Clear interrupts using the UCA1IFG register by making the value to 0.
12. Enable the SPI receive interrupt using the register UCA1IE bit 0.
13. Enable global interrupt using status register (SR) bit 3 (GIE).

2.2.3 TLC59025 (16-Channel Constant Current LED Sink Driver)

The serial data is transferred into TLC59025 through SDI, shifted in the shift register, and transferred out through SDO. LE can latch the serial data in the shift register to the output latch. OE enables the output drivers to sink current [see Table 1 in the TLC59025 datasheet (SLVS934)].

To display LEDs, send the desired data to TLC59025 using SPI and enable the output by making P1.1 high and P1.0 low.
2.2.4 SetTxData()

The input parameters for SetTxData() are data1 and data2. SetTxData() prepares the SPI data and assigns pointer at the beginning of data. The SPI message follows this pattern for LEDs:
1. LEDs (D1 to D8): data1, the first byte of data on SPI. D1 glows when bit7 is set and D8 glows when bit0 is set
2. LEDs (D9 to D16): data2, the second byte of data on SPI

2.2.5 Transmitting SPI Data From SPI Master to TLC59025

The input parameters for the function TransmitData_SPI1() are the base address of the SPI peripheral and pointer to data. The user needs to call SetTxData() before calling TransmitData_SPI().

This function waits for data transmission to get complete. Once data transmission is complete, the function copies data (using the data pointer) to UCA1TXBUF. This process is repeated until all data is copied to UCA1TXBUF.

2.2.6 Calling EnableLEDOutput() After Transmitting Data to TLC59025 Using SPI

1. Set P1OUT bit 1 as 1 to make LE high.
2. Set P1OUT bit 1 as 0 to make LE low.
3. Set P1OUT bit 0 as 0 to make OE low.

2.2.7 UpdateLEDs()

NOTE: In the current implementation, R phase power values are used for relay switching.

This function is called every 4 seconds to update the LEDs to the desired state. The LEDs are illuminated based on the scenarios described in Table 9:

<table>
<thead>
<tr>
<th>LED</th>
<th>DESCRIPTION</th>
</tr>
</thead>
<tbody>
<tr>
<td>D9</td>
<td>ON if reactive power (VAR) &gt; 200</td>
</tr>
<tr>
<td>D8</td>
<td>ON if reactive power (VAR) &gt; 400</td>
</tr>
<tr>
<td>D5</td>
<td>ON if reactive power (VAR) &gt; 600</td>
</tr>
<tr>
<td>D4</td>
<td>ON if reactive power (VAR) &gt; 800</td>
</tr>
<tr>
<td>D1</td>
<td>ON if reactive power (VAR) &gt; 1000</td>
</tr>
<tr>
<td>D12</td>
<td>R phase</td>
</tr>
<tr>
<td>D13</td>
<td>Y phase</td>
</tr>
<tr>
<td>D16</td>
<td>B phase</td>
</tr>
<tr>
<td>D2</td>
<td>Indicate &gt; 110% Un (Un = 230 V) overvoltage</td>
</tr>
<tr>
<td>D3</td>
<td>Indicate remote temperature &gt; 50°C (over temperature)</td>
</tr>
<tr>
<td>D6</td>
<td>Indicate ambient light condition (&lt; 100 lux)</td>
</tr>
<tr>
<td>D7</td>
<td>PF lead</td>
</tr>
<tr>
<td>D10</td>
<td>PF lag</td>
</tr>
<tr>
<td>D11</td>
<td>PF</td>
</tr>
<tr>
<td>D14</td>
<td>Voltage</td>
</tr>
<tr>
<td>D15</td>
<td>Current</td>
</tr>
</tbody>
</table>

The LEDs and outputs (relays or transistors) are switched in tandem. The outputs are switched on and off sequentially (one every 4 seconds).

NOTE: The LEDs D1, D4, D5, D8, and D9 are updated when voltage is > 23 V.
3 Relay and Transistor Outputs

Depending on the computed reactive power, output relays (for contactors) and transistors (for thyristors) can be turned ON (which in turn switches ON capacitor banks). The LEDs D1, D4, D5, D8, and D9 are operated along with their respective relay pair OUT_2, OUT_1, K1, K2, and K3 output relays. The outputs operate in a sequence as described in Table 10.

### Table 10. Output Relays Operation is Based on Measured Reactive Power

<table>
<thead>
<tr>
<th>REACTIVE POWER (VAR)</th>
<th>RELAY CONTROL OUTPUT STATUS (ON)</th>
</tr>
</thead>
<tbody>
<tr>
<td>&gt; 200</td>
<td>K3</td>
</tr>
<tr>
<td>&gt; 400</td>
<td>+K2 (four seconds after K3)</td>
</tr>
<tr>
<td>&gt; 600</td>
<td>+K1 (four seconds after K2)</td>
</tr>
<tr>
<td>&gt; 800</td>
<td>+OUT_1 (four seconds after K1)</td>
</tr>
<tr>
<td>&gt; 1000</td>
<td>+OUT_2 (four seconds after OUT_1)</td>
</tr>
</tbody>
</table>

When the reactive power reduces, the relay outputs operate (switched off) in a sequence described in Table 11.

### Table 11. Output Relays Operation During PF and Reactive Power Recovery Sequence

<table>
<thead>
<tr>
<th>REACTIVE POWER (VAR)</th>
<th>RELAY CONTROL OUTPUT STATUS (OFF)</th>
</tr>
</thead>
<tbody>
<tr>
<td>&lt; 1000</td>
<td>OUT_2</td>
</tr>
<tr>
<td>&lt; 800</td>
<td>--OUT_1 (four seconds after OUT_2)</td>
</tr>
<tr>
<td>&lt; 600</td>
<td>--K1 (four seconds after OUT_1)</td>
</tr>
<tr>
<td>&lt; 400</td>
<td>--K2 (four seconds after K1)</td>
</tr>
<tr>
<td>&lt; 200</td>
<td>--K3 (four seconds after K2)</td>
</tr>
</tbody>
</table>

### 3.1 GPIO Pins Initialization

1. Set P2SEL bit7 as 0 to select GPIO mode of operation.
2. Set P2DIR bit7 (RESET_DRV) as 1 to set the GPIOs as outputs.
3. Enable the internal resistors by making P2REN bit7 as 1.
4. Set P2OUT bit7 (RESET_DRV) as zero. (default).
5. Set P7SEL bit1 as 0 to select GPIO mode of operation.
6. Set P7DIR bit1 (nENBL) as 1 to set the GPIOs as outputs.
7. Enable the internal resistors by making P7REN bit0 as 1.
8. Set P7OUT bit1 (nENBL) as zero.
9. Set P7SEL bit3 and bit5 as 0 to select GPIO mode of operation.
10. Set P7DIR bit3 and bit5 to 1 to set the GPIOs as outputs.
11. Enable the internal resistors by making P7REN bit3 and bit5 as 1.
12. Set P7OUT bit3 and bit5 as zero (default).
13. Set P8SEL [0:2] as 0 to select GPIO mode of operation.
14. Set P8DIR [0:2] to 1 to set the GPIOs as outputs.
15. Enable the internal resistors by making P8REN [0:2] as 1.
16. Set P8OUT [0:2] as zero (default).
3.2 **ProcessRelays()**

This function is called every four seconds to update the status of digital outputs.

- 5 outputs \(^{(1)}\) divided into 5 steps from \(\geq 200\) VAR to \(\geq 1000\) VAR.
- OUT_2 (Transistor) = in sync with D1
- OUT_1 (Transistor) = in sync with D4
- K1 (Relay) = in sync with D5
- K2 (Relay) = in sync with D8
- K3 (Relay) = in sync with D9

\(^{(1)}\) 3 relays + 2 transistors = 5 total outputs
4 Ambient Light Sensor

The OPT3001 ambient light sensor is used to measure the ambient lighting condition in which PFC controller is installed. The OPT3001 is connected to the MCU using an I²C interface. The ambient light intensity is read every four seconds.

Depending on the ambient light condition, the display brightness of SSD is adjusted.

4.1 Write Process

Writing to a register starts with the first byte transmitted by the master. This byte is the slave address with the R/W bit low. The OPT3001 then acknowledges the receipt of a valid address.

The next byte transmitted by the master is the address of the register that data are to be written to. The write command follows this format:

\[ \text{Register address + W} \quad \text{data (MSB)} \quad \text{data (LSB)} \]

4.2 Read Process

When reading from the OPT3001, the last value stored in the register address by a write operation determines which register is read during a read operation. To change the register address for a read operation, a new partial I²C write transaction must be initiated. This partial write is accomplished by issuing slaves address byte with the R/W bit low, followed by the register address byte and a stop command. The master then generates a start condition and sends the slave address byte with the R/W bit high to initiate the read command:

\[ \text{Register address + R/W} \]

4.3 Order of Commands and Function Calls

- Command1Write(): This function is called once to update the configuration register (I²C initialization for UCB0 is a prerequisite.)
- Command1Poll(): This function is used to read back the value of the configuration register.
- Command2Write(): This function performs a partial write to update the register address.
- Command2Poll(): This function is called every 4 seconds. This function retrieves the result (2 bytes) from OPT3001.

4.4 I²C Initialization

1. Set P4SEL [5:6] to 1 to enable UCB0_SCL and UCB0_SDA.
2. Reset the universal serial communication interface (USCI) module using register UCB0CTLW0. Set bit 0 as 1 and clear all the other bits.
3. Set the SPI clock source as SMCLK (set UCB0CTLW0 bit 6 and bit 7).
4. Select the master mode using UCB0CTLW0 bit 11.
5. Set the communication speed at 100 kbps by making the UCB0BRW register as 0xF0. (uses SMCLK)
6. Calls the function SetSlaveAddress() (Slave address for ALS OPT3001: 0x44)
7. Clear the reset bit UCB0CTLW0 bit 0 to start the I²C module.
8. Enable transmit and receive interrupts by making UCB0IE [0:1] bits as 1.
9. Enable global interrupt using status register (SR) bit 3 (GIE).

4.5 SetSlaveAddress()

1. Set up the slave address for the master to communicate.
2. Set the I²C slave address using register UCB0I2CSA (the slave address for the OPT3001 is 0x44).
4.6  **I^2C Transmit Interrupt**

When UCB0IFG bit1 is set, transmit interrupt is detected. Data from TXData array is copied to UCB0TXBUF and TXByteCtr is decremented. This process is repeated until all the desired bytes in TXData is transmitted (TXByteCtr is zero). Enable stop flag using UCB0CTL1 bit2.

4.7  **I^2C Receive Interrupt**

When UCB0IFG bit0 is set, receive interrupt is detected. The received data is copied from UCB0RXBUF iteratively until expected number of bytes (RXByteCtr) is received.

4.8  **Setting up the Configuration Register Using Command1Write()**

The command sent to the OPT3001 is \{0x01, 0xC6, 0x00\}, which follows the format \{register address, data (MSB), data(LSB)\}. The address of configuration register is 0x01.

The next two bytes are written to the register addressed by the register address. The OPT3001 acknowledges receipt of each data byte. The master may terminate the data transfer by generating a start or stop condition.

This function is used to set up the configuration register (0x01) of the OPT3001. RN[12:15] is chosen to be automatic scaling mode. The mode of operation [9:10] is chosen as continuous by making the value 11b.

1. Set the TXByteCtr as 3.
2. Set the UCB0CTLW0 bit4 as 1 to write the command.
3. Ensure the UCB0CTLW0 bit2 (stop bit) is set.
4. Send the start condition by making the UCB0CTLW0 bit1 as 1.
5. Once the last data is copied to UCB0TXBUF, set the UCB0CTLW0 bit2 (stop).

4.9  **Reading Back the Configuration Using Command1Poll()**

1. Set the RXByteCtr as 2.
2. Set the UCB0CTLW0 bit4 as 0 to read/poll data.
3. Ensure UCB0CTLW0 bit2 (stop bit) is set.
4. Send the start condition by making the UCB0CTLW0 bit1 as 1.
5. Once the last data is copied to the UCB0TXBUF, set the UCB0CTLW0 bit2 (stop).

4.10  **Reading Data Using Command2Write()**

To be able to read the data, write from the results register address using the function Command2Write(). The function Command2Write() is used to do a partial write of the register address. The address of result register is 0x00.

1. Set the TXByteCtr as 1.
2. Set the UCB0CTLW0 bit4 as 1 to write the command.
3. Ensure the UCB0CTLW0 bit2 (stop bit) is set.
4. Send the start condition by making the UCB0CTLW0 bit1 as 1.
5. Once the last data is copied to the UCB0TXBUF, set the UCB0CTLW0 bit2 (stop).
4.11 Reading Register Value Results Using Command2Poll()

This function is used to read the value of results register.
1. Set the RXByteCtr as 2.
2. Set the UCB0CTLW0 bit4 as 0 to read/poll data.
3. Ensure the UCB0CTLW0 bit2 (stop bit) is set.
4. Send the start condition by making the UCB0CTLW0 bit1 as 1.
5. Once the last data is copied to the UCB0TXBUF, set the UCB0CTLW0 bit2 (stop).
The two-byte value received is of the format Exponent[12:15] and fractional result [0:11].

4.12 Interpreting OPT3001 Readings

When the output of ALS OPT3001 reads above 100 lux (0x29C4), output current of the driver is increased. When the ambient light level decreases to less than 100 lux, the output current of the driver is reduced.
5 Interface to Remote Temperature Sensor (Using EVM)

The remote temperature sensor monitors the panel temperature or capacitor bank temperature (temperature alarm setting: 50°C). The TMP451 EVM is connected to the MSP430F67791A through the I^2C interface. Default configuration values are used for reading the temperature.

5.1 Read/Write Process

When reading data from the temperature sensor, the last value stored in the register address by a write operation determines which register is read during a read operation. To change the register address for a read operation, a new partial I^2C write transaction must be initiated. This partial write is accomplished by issuing slaves address byte with the R/W bit low, followed by the register address byte and a stop command. The master then generates a start condition and sends the slave address byte with the R/W bit high to initiate the read command:

[Register address + R/W].

5.2 Order of Commands and Function Calls

- TempCommandWriteMSB(): This function updates the register address of temperature MSB result register (precondition I^2C initialization for UCB1 is complete).
- TempCommand2PollMSB(): This function is used to read the temperature result (MSB).
- TempCommandWriteLSB(): This function performs a partial write to update the register address to LSB.
- TempCommand2PollLSB(): This function retrieves the result (2 bytes) from temperature sensor.

The temperature reading is read every four seconds. The MSB of the remote temperature sensor result are stored in register 01h, and the LSBs are stored in register 10h. The MSB value is read first followed by LSB. When MSB is read first, this causes the LSB value to be locked until the value is read (ADC does not write value to LSB until then).

5.3 I^2C Initialization

1. Set P4SEL [4:5] to 1 to enable UCB1_SCL and UCB1_SDA.
2. Reset the universal serial communication interface (USCI) module using register UCB1CTLW0. Set bit 0 as 1 and clear all the other bits.
3. Set the SPI clock source as SMCLK (set UCB1CTLW0 bit 6 and bit 7).
4. Select the master mode using UCB1CTLW0 bit 11.
5. Set the communication speed at 100 kbps by making the UCB1BRW register as 0xF0 (uses SMCLK).
6. Calls the function SetSlaveAddress() (Slave address for temperature sensor TMP451: 0x4C).
7. Clear the reset bit UCB1CTLW0 bit 0 to start the I^2C module.
8. Enable transmit and receive interrupts by making UCB1IE [0:1] bits as 1.
9. Enable global interrupt using status register (SR) bit 3 (GIE).

5.4 SetSlaveAddress()

1. Set up the slave address for the master to communicate.
2. Set the I^2C slave address using register UCB1I2CSA (the slave address of the TMP451 is 0x4C).

5.5 I^2C Transmit Interrupt

When UCB0IFG bit1 is set, transmit interrupt is detected. Data from TXData array is copied to UCB1TXBUF and TXByteCtr is decremented. This process is repeated until all the desired bytes in TXData is transmitted (TXByteCtr is zero). Enable stop flag using UCB1CTL1 bit2.
5.6 **IC Receive Interrupt**

When UCB1IFG bit0 is set, receive interrupt is detected. The received data is copied from UCB1RXBUF iteratively until expected number of bytes (RXByteCtr) are received.

5.7 **TempCommandWriteLSB()**

1. Set the variable CmdPollFlag to 0xFF.
2. Set TXData[0] as 0x10. The pointer register (of TMP451) is set with every write command. A write command must be issued to set the proper value in the pointer register before executing a read command. This command (0x10) is used to read the remote temperature (low byte).
3. Set the TXByteCtr and RXByteCtr as 1.
4. Set UCB1CTLW0 bit4 as 1 to write the command.
5. Ensure UCB1CTLW0 bit2 (stop bit) is set.
6. Send start condition by making UCB1CTLW0 bit1 as 1.

5.8 **TempCommandPollLSB()**

1. Send the command TempCommandWriteLSB() before TempCommandPollLSB() is called to poll for data.
2. Set the variable CmdPollFlag to 0xFF.
3. Set TXData[0] as 0x10. This command is used to reads the remote temperature (low byte). The resolution of this register is 0.0625°C.
4. Set the TXByteCtr and RXByteCtr as 1.
5. Set UCB1CTLW0 bit4 as 0 to read poll data.
6. Ensure UCB1CTLW0 bit2 (stop bit) is set.
7. Send start condition by making UCB1CTLW0 bit1 as 1.

---

**NOTE:**

1. The eight MSBs of the remote temperature sensor result are stored in register 01h, and the four LSBs are stored in register 10h (the four MSBs of register 10h).
2. The four LSBs of the remote sensor indicate the temperature value after the decimal point (for example, if the temperature result is 10.0625 °C, the high byte is 0000 1010 and the low byte is 0001 0000). These registers are read-only and are updated by the ADC each time a temperature is measured.

5.9 **TempCommandWriteMSB()**

1. Set the variable CmdPollFlag to 0xFF.
2. Set TXData[0] as 0x01. The pointer register (of TMP451) is set with every write command. A write command must be issued to set the proper value in the pointer register before executing a read command. This command (0x01) is used to read the remote temperature (high byte).
3. Set the TXByteCtr and RXByteCtr as 1.
4. Set UCB1CTLW0 bit4 as 1 to write the command.
5. Ensure UCB1CTLW0 bit2 (stop bit) is set.
6. Send start condition by making UCB1CTLW0 bit1 as 1.
5.10 TempCommand2PollMSB()

1. Send the command TempCommandWriteMSB() before TempCommandPollMSB() is called to poll for data.
2. Set the variable CmdPollFlag to 0xFF.
3. Set TXData[0] as 0x01. This command is used to read the remote temperature (high byte). The resolution of this register is 10°C.
4. Set the TXByteCtr and RXByteCtr as 1.
5. Set UCB1CTLW0 bit4 as 0 to read poll data.
6. Ensure UCB1CTLW0 bit2 (stop bit) is set.
7. Send start condition by making UCB1CTLW0 bit1 as 1.

5.11 Interpreting Remote Temperature Readings

The function TempCommand2PollMSB() sends a request to temperature sensor to read the value of MSB results register. The temperature reading (MSB) is stored in the variable “Temperature”. For example, when “Temperature” reads 0x16, the temperature reading is 22°C. This MSB register value is used to compare the over temperature alarm setting.

6 UART Initialization (for GUI)

UART is used to communicate with the GUI (TIDM-3PH-ENERGY5-ESD software). The GUI displays the voltage, current, power factor, and other energy parameters.

To initialize UART:
1. Set P3SEL [6:7] to 1 to enable UART operation for pins UCA2RXD and UCA2TXD.
2. Set UCA2CTL1 bit0 to 1 to reset the UART peripheral.
3. Set UCA2CTL1 as 0x80.
4. Set UCA2CTL0 as 0x00.
5. Set UCA2MCTL as 0x5500 and set UCA2BR register with 0x0A3D for setting up baud rate of communication (9600bps).
6. Clear UCA2TXBUF by making it 0.
7. Enable UART by making UCA2CTL1 bit0 to 0.
8. Enable receive interrupt by making UCA2IE bit 0 as 1.
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