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ABSTRACT

Proper balance of power and performance for optimum system organization requires precise profiling of the power consumption of different hardware subsystems as well as software functions. Moreover, power consumption of mobile systems is even more important, since the battery is a large portion of the overall size and weight of the system. Average power consumption is only a crude estimate of power requirements and battery life; a much better estimate can be made using dynamic power consumption. Dynamic power consumption is a function of the execution profile of the given application running on specific hardware platform. Under some conditions the total energy available from the battery will be determined by the peak power of the system. Therefore, it is necessary to look at both the instantaneous and average power of the system to accurately estimate battery life.

In this paper we introduce a new environment for energy profiling of DSP applications. The environment consists of a JTAG emulator, a high-resolution HP 3583A multimeter and a workstation that controls devices and stores the traces. We use Texas Instruments’ Real Time Data Exchange mechanism (RTDX™) to generate an execution profile and custom procedures for energy profile data acquisition using GPIB interface. We developed custom procedures to correlate and analyze both energy and execution profiles. The environment allows us to improve the system power consumption through changes in software organization and measure real battery life for the given hardware, software and battery configuration.

Proposed environment correlates the application execution profile with power consumption profile. Consequently, we are able to identify the specific hardware and software components whose power consumption has the most critical impact on battery life. Once these components are identified, we are able to optimize for the proper balance between performance and power consumption. For instance, power consumption of the compact flash storage subsystem may be reduced by software data compression, thereby reducing the number of write cycles to compact flash. This comes at the cost of increased CPU power consumption.

As a case study, we present the analysis of a real-time portable ECG monitor. A real time portable ECG development environment is implemented using a Texas Instruments TMS320C5410-100 processor board, and a Del Mar PWA ECG Amplifier. The amplifier is a dedicated three-channel ECG Holter amplifier with low power consumption. A set of electrodes and their leads are optimized for Holter applications.
Our environment for energy profiling of DSP systems allows us to explore the system design space and find optimum solutions for the given application. Moreover, we can measure system operation time for a particular battery family. Therefore, we can more accurately predict battery life in the presence of non-ideal battery behavior.

2. Power Efficient DSP Processing

For battery-powered DSP systems, power consumption is a critical design parameter. Power consumption is a determining factor in battery life and overall system size and weight. However tempting it may be to run a system at minimum power, this often leads to unacceptable performance. To properly trade-off power and performance requires that the work completed per battery discharge be maximized, once the real-time constraints are met (or in non-real-time systems, once the user’s performance expectations are met).

Non-ideal battery properties require that the peak power of a system be measured as well as average power, if battery life is to be accurately estimated [25]. Under certain conditions, peak power consumption of a system determines battery capacity. Thus two systems with the same average power may have vastly different battery lives. As a consequence, to increase the amount of work that can be completed per battery discharge, designers must measure the dynamic power of the total system and be able to correlate the power measurements with an execution profile of the system.

3. Energy and Execution Profiling

3.1. Real Time Data Exchange (RTDX)

Monitoring and energy profiling of our target application is implemented using Texas Instruments Real-Time Data Exchange mechanism (RTDX) [27]. RTDX consist of two components. A small RTDX software library runs on the target. Using calls to this API library target program is able to pass data to or from it. JTAG interface is used to move data to or from the host platform. Those data transfers occur in real-time, with little overhead, while the DSP application is running.

Another component of RTDX is an RTDX Host Library, which operates in conjunction with Code Composer Studio. COM API is provided for displays and analysis tools to communicate with RTDX. This is the way to obtain the data from the target, or to send data to the running DSP application. Any standard software packet that makes use of COM APIs can be used, such as Microsoft Excel, Visual Basic, or Visual C++.

To establish a bi-directional connection between host and target, both input and output channels should be created. In our case, only the target will send data to the host, so only output channel was created and enabled for communication. After that, data can be simply written to that channel from the target side.

Real-Time Data Exchange can work in two different modes — continuous and non-continuous. First mode was used to measure battery data life, where the data (number of seconds elapsed) was sent from the target and captured by a Visual Basic application written for that purpose. This application reads data from RTDX, using COM interface, and displays it. When batteries run out, there will be no more data from the target, so the application will be displaying the last data received, i.e., the number of seconds until the target runs out of batteries.

Second mode was used for energy profiling and analysis. The data record (including time stamp, peripheral status, and program status) is captured and written into a log file. This file (.rpt file) was dumped into a text file and matched with multimeter readings. Both log file and multimeter readings are used by another Visual Basic application to analyze energy consumption and produce reports.

For the time stamp we use the low-resolution timer that is available on the DSP. A call to the function CLK_gettime returns the number of timer interrupts that have occurred. Since the interval between two interrupts is adjustable (with microsecond resolution), this can be used as a relatively precise timer. In the case of battery life measurements Periodic Function Manager is used to periodically execute a function that sends the same time-stamp. In that case, the timer registers were set to have this function executed ones per second, giving us more than accurate measurements of battery life.

3.2. DSP Application Profiling

Data sent to our Visual Basic Energy Profiling Application consist of two parts — the information about the procedure currently being executed and the information about current state of peripherals. Those two parts combined create the Status Word. That way, we are able to match energy consumption with the state of our application and our target board.

Generally, there are two ways to perform the profiling. One can periodically send the Status Word, and match this (on-line or off-line) with readings of a multimeter. There is a possibility, of course, that some procedures are “skipped” if the status word is sent infrequently, but generally, this is a good approach.

Another way is to send a status word at the beginning and the end of each procedure. In this case, time stamp should also be sent. That way, it is easier to calculate exact energy consumption, since the exact execution time for each procedure is known. The improvement of this approach would be block-level resolution, which would be justified in the case of long procedures with particularly important or energy-consuming blocks. Resolution could be even more improved if the program counter is sent instead of the
information about the current procedure. We prefer to use this approach.

3.3. Energy Profile Analyzer

The DSP Energy Profile Analyzer is a Visual Basic application for analysis and visualization of measured data. Set of measurements could be represented using different views from the main application menu.

The current profile of a typical audio application is presented in Figure 1, peripheral activity graph is given in Figure 2, and distribution of the power budget between procedures is represented in Figure 3.

![Figure 1: Current profile graph](image1)

![Figure 2: Peripheral activity graph for the current profile graph given in Figure 1](image2)

![Figure 3: Procedure power consumption](image3)

4. DSP Holter Application

The existence of silent myocardial ischemia creates the need for Holter monitoring of the asymptotic patient [2]. Holters are portable, battery operated, devices for monitoring of physiological signals [2][3][4][5]. Lack of processing power has limited the function of Holter devices primarily to data acquisition. Traditionally, Holters have been used to monitor ECG or EEG (brain electrical activity) and record 24-hour activity on cassette tape. Recorded signals are then analyzed off-line using dedicated diagnostic systems. Recently, new generations of Holter devices use solid state memory instead of magnetic tape [5][6].

With the current state of processor technology, standard processing of biomedical signals (such as filtering, spectral and statistical analysis) does not require significant processing power. This is particularly the case for the new generation of DSP processors with processing power in excess of 100 MIPS, even in a portable environment. The main reasons for this are low sampling frequency (typically less than 1KHz) and a relatively small number of channels (usually three for ECG Holters). On the other side, new sophisticated signal processing algorithms require significantly larger processing power (for example, non-linear dynamics [19], wavelets [20], etc.).

In the first period of computerized electrocardiography, real time processing was used to detect and document arrhythmias. Improved performance of monitoring devices allowed morphological analysis and pattern recognition. The most important application of ECG pattern recognition is detection of transient ischemic event [3][4]. Ischemia is considered a primary cause of cardiac infarction and life threatening cardiac arrhythmia.

Real time processing of heart electrical activity is a relatively simple task for the current generation of digital signal processors. With the sampling rates of 250 Hz (long term monitoring) to 1 KHz (heart rate variability analysis), most signal processing procedures could be performed in a fraction of the sampling period. However, morphological analysis of the signal is much more time-consuming.
4.1. Description of wearable ECG monitor prototype

We have implemented a wearable, DSP-based, real-time ECG holter prototype, shown in Figure 3. A real time portable ECG development environment is implemented using a Texas Instruments TMS320C5410-100 processor board [11][24], and a Del Mar PWA ECG Amplifier [5]. The amplifier is a dedicated three-channel ECG Holter amplifier with low power consumption. A set of electrodes and their leads are optimized for Holter applications. We use on board flash memory as program and small-scale data storage.

As Figure 4 shows, the prototype board has several functions that are unnecessary for our ECG application, but are desirable from a prototyping standpoint. For example, the board has LCD output and keyboard input as well as a serial interface. The codec samples at 44.1 KHz, a much higher frequency than required for an ECG. This added functionality burdens the prototype in size, weight, and power consumption, although it considerably eases debugging and allows us to develop a wide variety of applications on a single platform. Ongoing experiments with the prototype platform will allow us to tune both the hardware and the software to the ECG application, especially its power consumption and size. Table 1 shows several features of the prototype, including the measured power consumption and the estimated battery life.

4.2. Improving battery life and system weight by energy profiling of applications

Holter applications typically require battery life of 24-48 hours, so power consumption of the ECG monitor is a critical issue. As Table 1 shows, our expected battery life is much less. Removing some of the unnecessary functionality described in Section 4.1 will decrease the power consumption markedly, but not enough to meet the target battery life. Since batteries are large fraction of the system weight, we cannot simply add more batteries to extend battery life because the system would become too heavy.

One possibility to improve battery life is to find optimum trade-off between energy spent on storing raw data versus energy to compress data. Long-term monitoring applications require significant storage space. As an example 24-hour ECG record with 250 Hz sampling frequency requires approximately 42 MB of memory. This can be easily accommodated using standard compact flash memory card as secondary storage for long term monitoring. This amount of storage could be significantly reduced by data compression. However, data compression will consume considerable CPU energy. This trade-off involves a number of variables including the relative power consumption of the storage subsystem and CPU, level of compression, possibility to use lossy compression, and the quality of compression that can be achieved for the given type of data. In some applications whether or not data would be decompressed by the same battery operated system is also an issue.

The proper balance of power and performance for optimum system organization requires precise profiling of the power consumption of different hardware subsystems as well as software functions.

Table 1: Characteristics of wearable ECG monitor prototype

<table>
<thead>
<tr>
<th>characteristic</th>
<th>value</th>
</tr>
</thead>
<tbody>
<tr>
<td>Processor</td>
<td>TI C5410-100 DSP</td>
</tr>
<tr>
<td>Program Memory</td>
<td>128 KB</td>
</tr>
<tr>
<td>Secondary Storage</td>
<td>30 MB (compact Flash)</td>
</tr>
<tr>
<td>Codec sampling freq.</td>
<td>44.1 KHz</td>
</tr>
<tr>
<td>Power consumption</td>
<td>0.5 W (150 mA @3.3V)</td>
</tr>
<tr>
<td>Battery weight</td>
<td>100 g</td>
</tr>
<tr>
<td>Estimated battery life</td>
<td>10 hours</td>
</tr>
</tbody>
</table>

Figure 4: Block diagram of the portable ECG development environment
Average power consumption is only a crude estimate of power requirements and battery life; a much better estimate can be made using dynamic power consumption [25]. Dynamic power consumption is a function of the execution profile of the given application running on specific hardware platform.

We are developing a new environment for energy profiling of DSP applications, similar to that described by Flinn for profiling general purpose systems [26]. The environment consists of a JTAG emulator, a high-resolution HP 3582A multimeter and a workstation that controls devices and stores the traces. We use a standard Real Time Data Exchange mechanism (RTDX) [27] to generate an execution profile and custom procedures for energy profile data acquisition using GPIB interface. By correlating power consumption with application execution profile, the environment allows us to improve the system power consumption through changes in software organization and measure real battery life for the given hardware, software and battery configuration.

The proposed environment correlates the application execution profile with power consumption profile. Consequently, we will be able to identify the specific hardware and software components whose power consumption has the most critical impact on battery life.

Once these components are identified, we will be able to optimize for the proper balance between performance and power consumption. As mentioned above, data compression may reduce power consumption due to the secondary storage, although at the cost of increased CPU power consumption. In addition to data compression, we have also identified filtering and encryption of data as primary areas for reducing power consumption of the wearable ECG prototype. Both areas appear to have a large number of trade-offs at the algorithmic level that should be explored to finely tune power consumption and performance.

5. Conclusion

Dynamic power consumption is a critical design issue in estimation of power requirements and battery life. Our environment for energy profiling of DSP systems facilitates exploration of the system design space and finding optimum solutions for the given application. Moreover, we can measure precisely real system operation time for a particular battery family. Therefore, we can more accurately predict battery life in the presence of non-ideal battery behavior.
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