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ABSTRACT
This application report describes how to use peripheral boot and Device Firmware Upgrade (DFU) to
reduce the time required to load updated binaries to various cores of a Jacinto 6 (DRA7xx) family device
[1].

Contents
1 Introduction ................................................................................................................... 1
2 Prerequisites.................................................................................................................. 2
3 Testing/Debugging Various Binaries ...................................................................................... 3
4 Summary...................................................................................................................... 8
5 References ................................................................................................................... 9

Trademarks
All trademarks are the property of their respective owners.

1 Introduction
On embedded hardware, adding new features to the first and second stage bootloaders can be a time
consuming process. The bootloader needs to be copied to a SD card or other media each time the source
code is modified and then the media needs to be plugged into the board. This process can be tedious and
time consuming.

This document shows how to use the peripheral boot feature of DRA7xx devices along with the DFU utility
to enable rapid iteration and reduce development time.

1.1 Peripheral Boot
Peripheral Boot is one of the many boot modes supported by DRA7xx devices. Peripheral boot mode
allows DRA7xx ROM to download the first stage bootloader over USB and run it.

1.2 Device Firmware Upgrade (DFU)
Wikipedia states "Device Firmware Upgrade (DFU) is a vendor- and device-independent mechanism for
upgrading the firmware of USB devices with improved versions provided by their manufacturers, offering
(for example) a way for firmware bugfixes to be deployed."

The U-Boot provided by TI with the DRA7xx devices has support for DFU. TI U-Boot provides a way to
flash bootloader, kernel and device tree to various media via DFU. For more details, see Flashing Binaries
to DRA7xx Factory Boards Using DFU. This facility is useful when flashing the hardware with stable
binaries. During development, however, the time taken in flashing the binaries can be tedious.

Using the steps described in this document, one can eliminate the need to flash bootloader or kernel or
device tree during development. While the same can be achieved with tftp, use of DFU is faster and more
flexible for transferring and booting binaries in various combinations.

http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
http://www.ti.com/lit/pdf/SPRAC33
http://www.ti.com/lit/pdf/SPRAC33
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2 Prerequisites

2.1 Hardware Requirements
• Linux PC running Ubuntu 14.04 LTS or any other version supported by Processor SDK Linux

Automotive.
• Micro-USB to USB cable for connecting EVM to the PC. This is used for transferring the binaries from

the PC to the board.
• Mini-USB to USB cable to displaying UART logs on the PC.

2.2 Software Requirements
This application report is intended for use with Processor SDK Linux Automotive 3.02 or later. The
patches described below apply on top of the U-Boot commit used in the SDK. For the same functionality
on GLSDK 7.04, see the previous version on this document.

2.2.1 Bootswitch
The bootswitch tool is used to transfer the first stage boot loader to the EVM. To install the tool, clone the
git repository below and follow the steps detailed in the README.md in the repository.

git://git.ti.com/glsdk/dra7xx-bootswitch.git

This tool can also be used on windows. For compilation instructions, please refer to the file
README.win.md in the repository.

This tool can also be used to control the media (for example, QSPI, eMMC, SD Card) from which the EVM
is booting, but this feature of the tool will not be used in this document. For more information, see the
documentation in the dra7xx-bootswitch git repository.

2.2.2 DFU
DFU tool is available as part of the ubuntu repositories. It can be installed by:

host $ sudo apt-get install dfu-util

dfu-util is used to transfer binaries to the EVM.

2.2.3 u-boot-tools
The fdtput binary is used from the u-boot-tools package for manipulating the device tree. This package
can be installed by running the below command.

host $ sudo apt-get install u-boot-tools

2.2.4 device-tree-compiler
The dtc binary is used from the device-tree-compiler package to pad the device tree. This creates space in
the device tree blob for setting different attributes in the bootloader in the target. This is required when
loading the DSP and M4(IPU) cores on the SOC.

host $ sudo apt-get install device-tree-compiler

http://www.ti.com
http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
https://git.ti.com/glsdk/dra7xx-bootswitch/blobs/master/README.md
https://git.ti.com/glsdk/dra7xx-bootswitch
https://git.ti.com/glsdk/dra7xx-bootswitch/blobs/master/README.win.md
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3 Testing/Debugging Various Binaries
This section covers the following:
• MLO development/testing

– How to transfer the first stage bootloader (MLO/SPL) to the EVM using peripheral boot
– Potential changes to be made to the MLO when booting using peripheral boot instead of other

media.
• Code changes to enable transferring U-Boot/Kernel/Remotecore binaries via DFU
• How to transfer and start the below binaries via DFU

– U-Boot
– Kernel and device tree
– Remotecores (DSP, IPU)
– Kernel, device tree and ramdisk

3.1 Transferring First Stage Bootloader
To load the first stage bootloader on to the EVM, the peripheral boot feature of DRA7xx SoC is used.
DRA7xx ROM supports receiving the first stage bootloader over USB. The bootswitch tool is used to
perform the transfer from the host side. Please ensure that you have setup bootswitch tool as specified in
README.md
1. Place the EVM in peripheral boot mode by setting SW2[0:5] to 01 0000.
2. Connect a USB cable from connector P2 on the EVM to the PC.
3. Modify the configuration file used by the bootswitch tool (/tmp/bootsetting.txt) to point to the MLO/SPL

binary. If the U-boot source is in the /home/user/u-boot, the content of the file should be

1:5
/home/user/u-boot/spl/u-boot-spl.bin

4. Reboot the EVM.

On reboot, bootswitch tool transfers the u-boot-spl.bin file to the EVM. DRA7xx ROM switches to
executing the binary as it would with a binary read from QSPI/SD/eMMC. The time taken from rebooting
the EVM to DRA7xx starting the execution of the transferred binary is around 500 ms. Compare this to 10-
15 seconds it would take to extract the microSD card out of the EVM, copy the MLO binary, insert it back
into the EVM and power cycle the board.

If the default U-Boot provided with the Processor SDK Linux Automotive 3.02 release is run, you will see
the following message on the serial port console.

U-Boot SPL 2016.05 ...
DRA722-GP ES1.0
*** Warning - bad CRC, using default environment
Trying to boot from MMC2

3.1.1 Controlling the 2nd Stage Boot Media
The media in which SPL/MLO looks for u-boot.img/kernel is determined by the device it booted from.
When debugging MLO, you may want to force it to obtain u-boot.img/kernel from a different boot media.
The below example patch shows how to force the MLO/SPL to pick up u-boot.img/kernel from the SD
card.

http://www.ti.com
http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
https://git.ti.com/glsdk/dra7xx-bootswitch/blobs/master/README.md


Testing/Debugging Various Binaries www.ti.com

4 SPRAC65A–February 2017–Revised November 2017
Submit Documentation Feedback

Copyright © 2017, Texas Instruments Incorporated

Using Peripheral Boot and DFU for Rapid Development on Jacinto 6 Devices

Table 1. Patch to Force 2nd Stage Media for U-Boot 2016.05

S. No URL Headline
1 http://review.omapzoom.org/38669 spl: dra7xx: hardcode boot device to mmc

3.1.2 Debugging MLO
The patches shown in Table 2 can be used for debugging SPL/MLO itself using a JTAG. The first patch in
the table adds an infinite while loop function that can be invoked from any location in the code. Once SPL
execution is halted, you can connect to the A15 via a JTAG, exit the infinite loop and step through the
code. Take care to remove any GEL files in the A15 configuration in CCS as the GEL files would reset the
A15.

Table 2. Debug Patches for U-Boot 2016.05

S. No URL Headline
1 http://review.omapzoom.org/38670 spl: dra7xx: add an infinite loop function for debug
2 http://review.omapzoom.org/38671 spl: dra7xx: enable debug flags for CCS stepping

If you would like to debug SPL/MLO from the beginning of the C code, enable the call to
wait_for_debugger() in board_init_f() in the file arch/arm/cpu/armv7/omap-common/hwinit-common.c.

The 2nd patch above enables debug flags and disables optimizations on files that might need to be
stepped through. Customize this as per your debug needs.

3.2 Code Changes for Transferring Other Binaries
For transferring the second stage bootloader or kernel or other core binaries, the first stage bootloader
needs to be modified to receive binaries over USB. For this purpose, the Device Firmware Upgrade(DFU)
support in U-Boot will be enhanced. Apply the following patches on top of the u-boot and rebuild MLO and
U-Boot (see Table 3). These patches provide the ability to load kernel, device tree or uboot over USB to
DDR and execute them.

Table 3. DFU Patches for U-Boot 2016.05

S. No URL Headline
1 http://review.omapzoom.org/38423 spl: dra7xx: dfu: enable non-FIT kernel loading
2 http://review.omapzoom.org/38424 spl: dra7xx: defconfig: enable dfu_ram

The additional patches shown in Table 4 provide the ability to load the remotecores as well from MLO
before starting the kernel.

Table 4. DFU Late Attach Patches for U-Boot 2016.05

S. No URL Headline
3 http://review.omapzoom.org/38425 spl: dfu: add support for receiving remotecore images
4 http://review.omapzoom.org/38426 spl: early boot: autoset late attach properties on dtb
5 http://review.omapzoom.org/38427 spl: dra7xx: early boot: handle dma pool when autosetting attributes
6 http://review.omapzoom.org/38428 spl: dra7xx: defconfig: enable late attach

These modifications produce a MLO that enable transfers of U-Boot/Kernel/Remotecore binaries in
Peripheral Boot and functions normally in standard boot. It is necessary to use the u-boot-spl.bin built in
this step for the rest of the steps in this document.

http://www.ti.com
http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
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http://review.omapzoom.org/38425
http://review.omapzoom.org/38426
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3.2.1 Testing the Modified First Stage Bootloader
To test the modified bootloader, transfer it to the EVM using the same steps as described in Section 3.1.

You will see the following messages on the serial port console:

U-Boot SPL 2016.05 ..
DRA722-GP ES1.0
Trying to boot from USB DFU
Using default environment

At this point, the first stage bootloader is waiting to receive binaries from the PC via DFU. The binaries
that can be transferred to the target over DFU are listed using the command dfu-util -l.

host $ sudo dfu-util -l
dfu-util 0.8

Copyright 2005-2009 Weston Schmidt, Harald Welte and OpenMoko Inc.
Copyright 2010-2014 Tormod Volden and Stefan Schmidt
This program is Free Software and has ABSOLUTELY NO WARRANTY
Please report bugs to dfu-util@lists.gnumonks.org

Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=7, name="ramdisk",
serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=6, name="dsp1", serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=5, name="ipu2", serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=4, name="dsp2", serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=3, name="ipu1", serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=2, name="fdt", serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=1, name="uboot", serial="UNKNOWN"
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=0, name="kernel",
serial="UNKNOWN"

The output indicates the various binaries that can be transferred. Note that transferring U-boot can only be
done when not transferring the kernel.

3.3 Transferring U-Boot
To transfer U-Boot to the EVM and start executing, run the following command on the host PC.

host $ sudo dfu-util -a uboot -R -D /home/user/u-boot/u-boot.img

The breakdown of the command line arguments is as follows:
• "-a uboot" indicates u-boot is being transferred.
• "-D /home/user/u-boot/u-boot.img" indicates the path from which the u-boot binary is being read on the

host.
• "-R" indicates that MLO should exit the DFU mode after the u-boot transfer is complete.

Once MLO exits DFU mode, it checks whether the kernel or u-boot binaries were transferred. As only u-
boot was transferred, it jumps to u-boot.

http://www.ti.com
http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
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3.4 Transferring Kernel and Device Tree
Instead of U-Boot, jump straight to the kernel using the following commands.

host $ sudo dfu-util -a fdt -D "/tftp/dra7-evm-lcd-lg.dtb"
host $ sudo dfu-util -a kernel -R -D "/tftp/uImage"

First, the device tree is sent and then the kernel. The -R flag is used when sending the kernel so that MLO
exits the DFU mode and jumps to the kernel.

Note that the kernel image is used in uImage format. This can be created from the default zImage using
the following command:

host $ mkimage -A arm -O linux -C none -T kernel -a 0x80008000 -e 0x80008000
-n 'Linux uImage' -d zImage uImage

Note that as you are booting directly to the kernel from the first stage bootloader, the kernel boot
arguments need to be passed via the device tree. This could be done by modifying the device tree file
before compilation or using fdtput after compilation.

host $ fdtput -t s "/tftp/dra7-evm-lcd-
lg.dtb" "/chosen" bootargs "elevator=noop console=ttyS0,115200n8 vram=16M fixrtc
omapdrm.num_crtc=2 consoleblank=0 root=/dev/nfs rw rootwait
nfsroot=172.24.145.235:/tfs/3_02_00_04 ip=dhcp

3.5 Booting Remotecores
In usecases where functionality needs to be available in less than a second (for example, rear view
camera), it is typical to boot one of the remotecores (DSP1, DSP2, IPU1 and IPU2) of the DRA7xx SOC
before booting Linux on the A15. This functionality is called “Early Boot - Late Attach” [4] and [5]. In the
production boot flow, the binaries are read from flash. As flashing the binaries is time consuming in
development, DFU functionality can be used to boot the remote cores from bootloader and verify the
functionality.

The first four lines shown below show the commands necessary to transfer the binaries for the
remotecores to the EVM.

host $ sudo dfu-util -a ipu1 -D "/tftp/dra7-ipu1-fw.xem4"
host $ sudo dfu-util -a ipu2 -D "/tftp/dra7-ipu2-fw.xem4"
host $ sudo dfu-util -a dsp1 -D "/tftp/dra7-dsp1-fw.xe66"
host $ sudo dfu-util -a dsp2 -D "/tftp/dra7-dsp2-fw.xe66"
host $ sudo dfu-util -a fdt -D "/tftp/dra7-evm-lcd-lg.dtb"
host $ sudo dfu-util -a kernel -R -D "/tftp/uImage"

Note that:
• You can transfer any or all or none of the remotecore binaries via DFU.
• The binaries do not start to execute until the ‘-R’ switch is invoked for the ‘dfu-util’ command.
• The remotecore binaries are first copied to temporary locations in DDR where they are parsed and

then copied to their final locations.

If you face any issues with early boot of remotecore binaries, please refer to the Processors Wiki article on
debugging early boot and late attach [6].

http://www.ti.com
http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
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The device tree requires specific attributes to be set on the remotecore nodes to enable the attach
functionality. When using DFU to transfer the binaries, these attributes are set automatically in MLO. No
late attach specific device tree modifications are required during the kernel build. However, manipulation
of the device tree in MLO requires free space in the device tree. Ensure that there is enough free space in
the device tree by padding it using the dtc command. A padding of 4 KB is sufficient for most scenarios.

host $ dtc -I dtb -O dtb -o "/tftp/dra7-evm-lcd-lg.dtb" -p 4096 "/tftp/dra7-evm-lcd-lg.dtb"

3.5.1 Booting Baremetal Remotecore Binaries
Baremetal binaries do not have a resource table which is used by U-Boot to translate binary load
addresses to physical addresses. In such a scenario, use the below patch to treat the load addresses as
physical addresses.

Table 5. Patch for Loading Binaries Without Resource Table

S.No URL Headline
1 http://review.omapzoom.org/38666 spl: dra7xx: early boot: add function to set/print ipu ammu config
2 http://review.omapzoom.org/38665 spl: dra7xx: early boot: handle binaries without resource table

3.6 Booting Kernel, Device Tree and ramdisk
If you would like to use a ramdisk for the initial file system, the ramdisk can be transferred along with the
kernel and device tree.

host $ sudo dfu-util -a ramdisk -D "/tftp/initramfs.cpio.gz"
host $ sudo dfu-util -a fdt -D "/tftp/dra7-evm-lcd-lg.dtb"
host $ sudo dfu-util -a kernel -R -D "/tftp/uImage"

When using a ramdisk, it is expected that the location of the ramdisk in DDR is indicated via the device
tree. Below is a simple bash script that takes the ramdisk path and device tree path as arguments and
update the device tree with the ramdisk size.

IFS_FULL_PATH=$1
DTB_PATH=$2
SIZE=$(du -b $IFS_FULL_PATH | cut -f1)
START_D=$(echo "obase=10; ibase=16; 83000000" | bc)
END=$(echo "ibase=10;obase=16; $START_D + $SIZE " | bc)
fdtput -v -t x $DTB_PATH "/chosen" linux,initrd-start 0x83000000
fdtput -v -t x $DTB_PATH "/chosen" linux,initrd-end "0x$END"

The utility fdtput can be installed as part of u-boot-tools. Assuming that above script is saved as update-
dtb.sh, the following commands will update the device tree with ramdisk locations.

host $ sudo apt-get install u-boot-tools
host $ update-dtb.sh /tftp/initramfs.cpio.gz /tftp/dra7-evm-lcd-lg.dtb

http://www.ti.com
http://www.go-dsp.com/forms/techdoc/doc_feedback.htm?litnum=SPRAC65A
http://review.omapzoom.org/38666
http://review.omapzoom.org/38665
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3.7 Automating the Binary Loading
Instead of manually typing the DFU commands on each boot of the EVM, they can be automated using
udev. We can create an udev rule to launch a script when a USB device with the vendor id and product id
used by the target for DFU is detected. As an example, the below udev rule would launch the script
/home/user/d-transfer.sh each time a device with vendor id “0403” and product id “bd00” is detected.

SUBSYSTEM=="usb",ATTRS{idVendor}=="0403",ATTRS{idProduct}=="bd00",MODE:="777",RUN+="/home/user/d
-transfer.sh"

The commands to be run can now be placed in the file /home/user/d-transfer.sh. Example content of the
file to load DSP2 from MLO and then jump to the kernel is shown below:

sudo dfu-util -a dsp2 -D "/tftp/dra7-dsp2-fw.xe66”
dtc -I dtb -O dtb -o "/tftp/dra7-evm-lcd-lg.dtb" -p 4096 "/tftp/dra7-evm-lcd-lg.dtb"
sudo dfu-util -a fdt -D "/tftp/dra7-evm-lcd-lg.dtb"
sudo dfu-util -a kernel -R -D "/tftp/uImage"

The product id and vendor id to be used can be found from the output of ‘dfu-util -l’ command.

host $ sudo dfu-util -l
...
Found DFU: [0451:d022] ver=0223, devnum=12, cfg=1, intf=0, alt=0, name="kernel",
serial="UNKNOWN"

4 Summary
An approach to reduce the time required to update binaries during u-boot development is covered in this
application report. This document also shows how the same approach can be used to load the DSP's and
IPU's on DRA7xx as well as load Linux onto the A15. This approach can also be used for test automation
by providing complete control of the kernel and device tree used to the host PC.

For support on this application note, please post your queries to the DRAx Infotainment SOCs E2E
Forum.

https://e2e.ti.com/support/arm/automotive_processors/f/1020

http://www.ti.com
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